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Abstract — This paper describes a fast serial digital signal receiver for applications in nuclear instrumentation. The proposed design uses a Microsemi Polarfire FPGA embedded Ethernet transceiver for data oversampling (with frequency up to 12.7 GHz) and deserialization. The subsequent FPGA implemented digital signal processing chain then analyses the oversampled data array (at least 4 samples per data bit are required by the processing logic). This processing chain begins with a frame buffer, which ensures that the entire sampled data frame can be captured and a 5-bit majority parallel filter. Following start sequence detection logic uses a comparator array for valid data triggering and data offset evaluation. These information are then used by the sampling point selection logic for data restoration. Thanks to the single clock cycle operation of each of these logic blocks, the processing chain provides a constant propagation delay and no dead time is required between individual data frames. The device prototype based on this design is described and measurement results for a data bit rate of 400 MHz and a sampling rate of 3.2 GHz are presented.
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I. INTRODUCTION

The applications in the field of nuclear instrumentation often require high speed communication, especially tailored for a specific experiment. One of such application is for example data transmission between trigger module and a data acquisition system in experiments like AFP ToF [1], [2]. In this particular possible application, the specific requirements are for example a fixed 40 MHz transmission period, 400 MHz bit rate, specific frame format, or a NIM [3] compatible physical-level layer.

The traditional serial communication standards are not suitable for such applications, due to the relatively low bit rates, of up to tens of kbit/s for single ended transmission lines (e.g. 20 kbit/s for RS-232 [4]) or units of Mbit/s for differential lines such as RS-485. [5], or a CAN bus [6]. These standards also do not provide a NIM compliant physical layer.

Proposed solution uses signal restoration circuitry compliant with the NIM standard. Digital oversampling required to successfully receive single ended serial data is achieved by the transceiver embedded within the Polarfire FPGA [7]. The subsequent processing chain (filtering, frame start trigger, and data restoration) has been implemented in the FPGA fabric using the vhdl language. The device realization requires minimum external circuitry and is thus easily adaptable for an exact application by modifying the FPGA design only.

II. TOPOLOGY OVERVIEW

The block diagram of the prototype device is shown in the figure 1. It can be seen that the only external components to the FPGA are the circuitry for the voltage level adaptation and the USB 2.0 interface for the received data readout.

Fig. 1: Block diagram of the receiver

Each of the data processing chain blocks shown in the figure 1 is described in the following chapters.

A. Physical layer

Since the applications are targeted especially at the field of physical instrumentation, the receive circuitry has been designed in compliance with the NIM (Nuclear Instrumentation) standard [3]. The NIM standard uses a current based logic, where the logical “1” bit is represented by driving -16 mA to the 50 Ω load (i.e. -800 mV), and logical “0” by 0 V. In order to achieve the best performance for an exact application, the input stage of the receiver comprises a fast and an adjustable comparator. The output of the comparator provide suitable voltage levels for the FPGA transceiver and therefore can be
interconnected via 100 nF capacitors to the receiver inputs.

If long transmission lines are used, the signal might be considerably distorted. This is of course undesirable and would increase demands on the FPGA-implemented signal filtering and data reconstruction logic. This issue is partly solved by the adjustable hysteresis and comparison level, allowing the user to trim the comparator reference level and thus to improve the recovered signal.

B. FPGA transceiver

For signal sampling and restoration a Microchip FPGA from the Polarfire family has been selected. This flash-based FPGA comprises a 12.7 Gbps transceiver with up to 24 lines. The transceiver comprises both physical media attachment unit (PMA) and protocol physical coding sub-layer (PCS).

Fig. 2: Transceiver PMA block diagram for receiver. [7]

The transceiver PMA (figure 2) provides the continuous-time linear equalizers (CTLE), deserialization and clock recovery from the received data. In this particular case the clock recovery feature is not used. Instead, an internal clock signal is used. This ensures a stable receive clock frequency even in case the user-defined serial protocol does not provide any bus level change over longer period of time. The subsequent processing is then capable of the data restoration even though the data and sampling clock are not in synchronism.

The transceiver is primarily intended for standard Ethernet protocol and thus the PCS layer contains features such as 64b/6xb or 8b/10b encoder/decoder. However, the Polarfire PCS implementation provides the possibility to bypass the coding of the PCS layer and thus to allow the FPGA fabric custom logic to process the raw sampled bits. Therefore the received serial protocol is not required to be encoded using any of the standard line codes.

C. Data processing logic overview

After the sampled data deserialization using the transceiver is done, the resulting N-bit data vector is passed to the FPGA fabric for further processing by the user logic. This logic comprises a several units, which process the sampled vector and return the reconstructed data. The block diagram is shown in the figure 3 below.

Fig. 3: Block diagram of the data reconstruction logic.

The sampled data are first buffered to the longer bit vector so that the entire sampled serial frame can be filtered into this buffer. Then the data filtering is performed in order to remove false bits from the sampled vector. This vector is then analyzed by the frame start detection unit. The unit then returns “Frame valid” flag, and an offset of the start bit within the processed bit vector. If the “Frame valid flag” is asserted, the “Data restoration logic” block uses the offset information to get the valid frame start position and finds a proper sampling point using the signal transition detection logic. The recovered data frame is then stored in the buffer where it is available for subsequent modules.

III. THE DATA PROCESSING LOGIC

A. The majority filter array

Since the sampled data vector may contain distorted bits, as a result of e.g. sampling during the input signal transition, it is convenient to apply a filter to remove such errors. This is however complicated by the requirement of low signal restoration latency and no dead time (the device has to be able receive any number of directly following data frames). Therefore a majority evaluation based filter has been chosen.

The implemented filter applies a majority evaluation for each bit in the vector and its four surrounding bits (two lower and two higher bits). For a 64 bit vector this results in a 64 majority cells, each evaluating five bits. The selected structure is also convenient for its easy implementation in the FPGA fabric using lookup tables (LUTs).
B. Frame start detection

Once the eventual errors are corrected, the frame is analyzed in order to get the frame start value. This is done by comparing the bit vector segments with a particular frame start pattern, e.g.: number of successive logical “0” followed by a logical “1”.

In order to achieve a single-clock evaluation of the pattern, the comparators are designed as a parallel structure for each offset of the vector. The position of the start frame pattern within the vector is then given by a positive output of a corresponding comparator. This then enables the following logic to offset the sampled bit vector and select appropriate sampling points.

C. Data reconstruction logic

The data reconstruction logic unit shifts the sampled bit vector according to the information from the “Frame start detection” unit, so that only the region of the expected data bits is used for the further evaluation.

The reconstruction of the data from the shifted sampled vector is complicated by the fact, that no receive clock reference is available. Therefore the rough ratio between the signal bit rate and sampling frequency has to be known. The design uses this ratio to estimate the distances between the expected data bits. Due to the asynchronism of the sampling clock and the bit clock and possible signal distortion, this bit duration estimation is never exact. The design therefore comprises an edge detection logic, which is used to select only the sampling points which are not close to the sampled signal transition.

The implemented edge avoidance logic leads to the fact that certain minimal amount of samples (in this case 3 samples) of each bit is required for the frame acceptance.

D. Implementation results

The described design has been implemented in an FPGA with the transceiver sampling frequency set to 3.2 GHz and the deserialization ratio 1:64 bits. This results in a required processing frequency of 50 MHz (i.e. the frequency at which SERDES produces a 64 bit sampled data). The implementation uses following resources.

<table>
<thead>
<tr>
<th>Component</th>
<th>LUTs</th>
</tr>
</thead>
<tbody>
<tr>
<td>Majority filter</td>
<td>182</td>
</tr>
<tr>
<td>Frame start trigger</td>
<td>659</td>
</tr>
<tr>
<td>Data reconstruction</td>
<td>215</td>
</tr>
</tbody>
</table>

These relatively large numbers of used LUTs are caused by a parallel implementation of the processing, which is required for fast data reception without any dead time between frames. The amount of required LUTs also depends on an oversampling ratio (greater oversampling results in larger bit vectors required for processing).

The design is however small enough to be implemented in most low-cost FPGAs with the capability of bypassing the PMA part of the transceiver (in order to bypass the comma detection and decoding).

IV. Measurement

For the measurement, a specific serial frame format has been chosen. Similar frame format is used in one of the possible applications of the proposed device. The frame is shown in the figure 4 below. It is 10 bit long, and consists of 5 bits of bus idle, 1 start bit and 4 data bits.

![Frame format of the tested serial pattern.](image)

In order to test the proposed design, two series of measurements were carried out. The first measurement targeted at static data consistency evaluation, while the other measurement targeted at dynamic data evaluation.

The measurements were performed for a bit rate of 400 MHz, with the data frame repeat frequency of 12.5 MHz (static test) and 3.2 MHz (dynamic test). The tested design used a sampling frequency of 3.2 GHz, providing approximately 8 sampling points per bit.

The sampling frequency of 3.2 GHz has been chosen as a compromise between sufficiently large amount of samples taken per one signal bit duration, and design complexity (e.g. for 10 GHz sampling frequency 250 bit long buffer is needed to fit the entire frame, and due to the parallel processing structure the FPGA resources usage increase considerably).

A. The static data test

The first test was performed using a digital generator, driving the input electronics with a fixed pattern every period. I.e. the same pattern has been transmitted with the period of 12.5 MHz and the bit rate of 400 MHz.

The test design used a sampling frequency of 3.2 GHz and the output data were buffered in a large 32 kB FIFO. The buffered data were then outputted via the USB 2.0 interface and stored in a PC. In order to prevent the FIFO overflow the device stopped the data sampling once the buffer has been filled.

The measurement has been carried out repeatedly for over a 10³ data frames in total, and for all possible pattern combinations (in this case 16 combinations).

The measurement has been evaluated using a script in order to find any values other than expected. The measurement has not shown any errors values, suggesting that the design operates as expected.

B. The dynamic data test

In the next phase of testing, attention was given to the capability to successfully receive each data frame. For this test an up-counter has been implemented using another FPGA device and connected to the receiver device. The data bit rate has been set the same as in the previous test, i.e. 400 MHz. The repeat frequency has been set to approximately 3.2 MHz.

In order to test the capabilities of the receiver more
thoroughly, the data frame generator was designed to be able to distort the data bits. This has been achieved by increasing or reducing the duration of each bit, while preserving the total frame duration. This corresponds with the expected signal distortion in real applications. The test setup diagram is presented in the picture below.

![Diagram](image)

Fig. 5: Block diagram of the transmitter logic for the receiver test.

The measurement has been carried out for various distortions of both logical 1 and 0 bits (in order to preserve the total frame duration, an increase in duration of one logical value leads to decrease in duration of the opposite logical bit value). Each measurement was done for approximately 10^5 data frames. The results are presented in the tables below.

### Table 1: Measurement results for bit "0" distortion within the sampled signal

<table>
<thead>
<tr>
<th>Bit &quot;0&quot; duration decrease</th>
<th>25.0%</th>
<th>50.0%</th>
<th>62.5%</th>
</tr>
</thead>
<tbody>
<tr>
<td>Errors percentage</td>
<td>0.0%</td>
<td>0.0%</td>
<td>38.2%</td>
</tr>
</tbody>
</table>

### Table 3: Measurement results for bit "1" distortion within the sampled signal

<table>
<thead>
<tr>
<th>Bit &quot;1&quot; duration decrease</th>
<th>25.0%</th>
<th>50.0%</th>
<th>62.5%</th>
</tr>
</thead>
<tbody>
<tr>
<td>Errors percentage</td>
<td>0.0%</td>
<td>0.0%</td>
<td>53.8%</td>
</tr>
</tbody>
</table>

It can be observed, that the receiver prototype is able to recognize the patterns successfully up to bit duration distortion around 50% of the original bit time. After that we see a sharp rise in error count. This is caused by the filter implementation, and the sampling point selection logic, which in this case rejects all bits sampled with less than 3 samples.

It can also be observed, that the reduction in the logical "0" bit duration affects the signal restoration capability of the device much less than in the case of the logical "1" bit.

The further analysis of the errors has also shown that only around 13% of the detected errors are caused by “missed” data frame (where the frame is not accepted at all). The rest of the errors were caused by wrong data restoration, caused likely by inaccurate frame start offset evaluation.

### V. Conclusion

The proposed serial receiver design intended for nuclear instrumentation applications uses an FPGA embedded transceiver to oversample data at frequencies up to 12.7 MHz, and a following processing logic, tailored for any user-defined frame format, restores the received data. The processing chain blocks use a pipelined architecture, which allows data reception without any necessary dead time between frames.

The design has been successfully implemented in a prototype board with the sampling frequency set to 3.2 GHz and tested by a user defined serial communication at the 400 MHz bit rate. The results presented in this paper prove that the proposed solution provides good reliability even in case of considerable signal distortion caused by e.g. long transmission lines.
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